# 题目

序列化二叉树的一种方法是使用前序遍历。当我们遇到一个非空节点时，我们可以记录下这个节点的值。如果它是一个空节点，我们可以使用一个标记值记录，例如#。
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例如，上面的二叉树可以被序列化为字符串 "9,3,4,#,#,1,#,#,2,#,6,#,#"，其中 # 代表一个空节点。

给定一串以逗号分隔的序列，验证它是否是正确的二叉树的前序序列化。编写一个在不重构树的条件下的可行算法。

每个以逗号分隔的字符或为一个整数或为一个表示 null 指针的 '#' 。

你可以认为输入格式总是有效的，例如它永远不会包含两个连续的逗号，比如 "1,,3" 。

**示例 1:**

输入: "9,3,4,#,#,1,#,#,2,#,6,#,#"

输出: true

**示例 2:**

输入: "1,#"

输出: false

**示例 3:**

输入: "9,#,#,1"

输出: false

# 分析

## 方法一：栈

**思路：**

关于序列之类的可以使用栈。

通过简单观察可以发现，最后#的数量肯定比数字多一个。

所以考虑到前序遍历先根后左右的特性，思路就是，每次遇到数字就直接push，遇到#就pop。

当字符是#时，判断栈是否为空，如果是空的，再判断是否已经是字符串最后了，不是最后的话说明#的位置错了，反之说明是正确的前序遍历。

栈不为空就直接pop，i++是为了跳过分隔符。

类型选了bool是因为选啥都行，只是占位符而已，所以尽量选个简单的。

**代码：**

class Solution {

public:

bool isValidSerialization(string preorder) {

if (preorder.empty()) return false;

stack<bool> s;

for (int i = 0; i < preorder.size(); ++i) {

if (preorder[i] == '#') {

if (s.empty()) return i == preorder.size() - 1;

else {

s.pop();

i++;

}

}

else {

while (i < preorder.size() && preorder[i] != ',') i++;

s.push(0);

}

}

return false;

}

};